**Proiect 1 - Cerc C**

**Obiectiv principal:**

Implementarea functiilor din proiectul **data\_struct** pentru urmatoarele tipuri de date:

* **Hash table** – din fisierele cchashtable.c/h
* **Heap** – din fisierele ccheap.c/h
* **Stiva** – din fisierele ccstack.c/h
* **Arbore binar** – din fisierele cctree.c/h
  + **Arbore binar de cautare echilibrat**
* **Vector** – din fisierele ccvector.c/h

**Observatii:**

Nu se vor putea folosi functii externe.

Exceptii:

* functii pentru lucrul cu fisiere (fopen, fscanf, fprintf, ...)
* malloc, realloc, free,
* printf
* Win32 APIs.

Proiectul de testare nu va fi evaluat, doar functionalitatea bibliotecii **data\_struct** va fi testata folosind o aplicatie dezvoltata de catre noi. In acest scop, proiectul predat trebuie sa contina:

* Tot proiectul, inclusiv binarele compilate (configuratia **Win32 Debug**) intr-o arhiva cu numele de forma **<prenumenume>.zip**
* Arhiva ar trebui sa contina urmatoarele foldere cu fisierele aferente, exact asa cum sunt in **data\_struct.zip**:

![](data:image/png;base64,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)

**Important:**

Daca nu implementati una dintre functii, va rugam sa nu stergeti implementarea implicita si sa nu stergeti semnatura functiei din header.

In general valorile posibile pentru return value sunt:

< 0 - erroare

0 - success

> 0 - rezultat valid

Pentru implementare incercati sa folositi recomandarile din sectiunile **„Stil de codare”** si **„Practici de codare defensiva”.**

Coduri de eroare

**HtSetKeyValue** - returneaza -1 in cazul in care cheia exista deja sau parametrii sunt invalizi

**HtRemoveKey & HtGetValueKey** - returneaza -1 in cazul in care cheia nu exista sau parametrii sunt invalizi

**HtHasKey, StIsEmpty, TreeContains** - returneaza `0` pentru FALSE, `1` pentru TRUE sau `-1` in caz de eroare

**HtGetKeyCount, HpGetElementCount, StGetCount, TreeGetCount, TreeGetHeight, VecGetCount** - returneaza `-1` in caz de eroare sau `>= 0` pentru valoare valida

**HtGetFirstKey** - returneaza `-1` in caz de eroare, -2 in cazul in care nu sunt chei stocate sau `>= 0` pentru cheie returnata

**HtGetNextKey** - returneaza `-1` in caz de eroare, -2 in cazul in care s-a ajuns la final sau `>= 0` pentru cheie returnata

Stil de codare

1 Indentarea codului

Pentru editarea codului se va folosi indentarea cu 4 spatii, fara TAB-uri. In Visual Studio, setarile se fac astfel: la Tools — Options — Text Editor — C/C++ se seteaza: Tab size 4, Ident size 4, [x] Insert spaces.

2 Identiﬁcarea ﬁsierelor header

Fiecare ﬁsier .H va avea la inceput si sfarsit un #ifndef / #deﬁne / #endif cu un macro unic sau *#pragma once*, cu numele ﬁsierului. De exemplu, pentru un ﬁsier help\_tools.h vom folosi:

#ifndef \_HELP\_TOOLS\_H\_

#define \_HELP\_TOOLS\_H\_

...

#endif // \_HELP\_TOOLS\_H\_

sau

#pragma once

...

3 Deﬁnirea si utilizarea macro-urilor

De regula deﬁnitiile de macro se scriu **UPPER CASE**. De exemplu:

#define FLAGS\_REQUEST\_NO\_REPLY 0x00000001

#define PREPROCSTR(x) PREPROCSTR2(x)

Se va evita utilizarea excesiva a macro-urilor, si tendinta de deﬁnire a unui ’meta limbaj’. Macro-urile nu trebuie sa ascunda multiple functionalitati complexe, intrucat citirea codului si urmariea ﬂow-ul de executie ar putea ﬁ ingreunate.

Este interzisa in mod ferm crearea unor macro-uri care sa contina tratari automate de erori, sau instructiuni care modiﬁca ﬂow-ul de executie. Exemple de instructiuni interzise in macro-uri: return, goto, leave, break, continue etc.

4 Denumirea parametrilor functiilor

Denumirea parametrilor functiilor se face folosind **CapitalCase**. Exemplu:

int MyFunction( int FirstParameter );

5 Denumirea variabilelor locale

Denumirea variabilelor locale se face folosind **almostCapitalCase**. De exemplu:

int retStatus;

CC\_LIST bufferLength;

Identiﬁcatorii dintr-un bloc de cod nu au voie sa aiba nume identic cu identiﬁcatori din blocurile ”parinte”, pentru a nu-i ascunde pe acestia.

5 Denumirea variabilelor globale

Denumirea variabilelor globale se face folosind **almostCapitalCase** iar numele va fi prefixat cu „**g**”. De exemplu:

int gCcVector;

CC\_LIST gList;

Identiﬁcatorii dintr-o functie nu au voie sa aiba nume identic cu identiﬁcatori globali, pentru a nu-i ascunde pe acestia.

6 Denumiri pentru struct, union

Denumirea de struct si union-uri se face **UPPER CASE**, iar deﬁnirea se va face atat pentru structura, cat si preﬁxat P pentru pointer la structura. Totodata se va folosi si deﬁnire preﬁxata cu **\_** la inceputul deﬁnitiei. Denumirea campurilor din deﬁnitii se va face CapitalCase. De exemplu:

typedef struct \_MY\_STRUCT {

int Field;

...

} MY\_STRUCT, \*PMY\_STRUCT;

7 Descrierea blocurilor de cod, utilizarea ¸si pozi¸tionarea acoladelor

Fiecare for, while, if, do, switch va ﬁ urmat de { }, chiar daca exista o singura instructiune in bloc. Blocul {} se scrie la acelasi nivel de identare cu instructiunea, iar continutul blocului, indentat cu un nivel. In cazul if-ului, else-ul se scrie la acelasi nivel de identare cu if-ul. De exemplu:

for (i = 0; i < 100; i++)

{

...

}

if (a > b)

{

while (x < 5)

{

x++;

}

// ...

}

else

{

...

}

8 Semniﬁcatia numelor de variabile locale, functii, structuri etc

Parametrii, variabilele locale, functiile, structurile etc. trebuie sa aiba nume descriptive (si nu x, cucu, aB, myList, etc.). Singura exceptie este cazul variabilelor de ciclu / indecsi, dar si asta doar in cazul unor cicluri / indexari simple, evidente.

Practici de codare defensiva

1 Validarea parametrilor de intrare ai functiilor

Este obligatorie validarea parametrilor de intrare in functii. De exemplu, pentru un string se poate (presupunem ca nu acceptam parametrii de tip string de lungime 0):

if ((NULL == StrParam1) || (0 == StrParam1[0]))

{

return -1;

}

Toate functiile care acceseaza un parametru trebuie sa il valideze inainte de utilizare.

2 Alocare/dezalocare memorie

Toate functiile care aloca memorie pentru folosire locala sau pentru apelarea altor functii, trebuie sa se asigure ca la iesirea din functie, se elibereaza memoria alocata.

Functiile care aloca memorie pentru folosire globala ( de ex: vectorul in care se retin informatiile pentru ccvector ), la apelul functiei de destroy, va trebui sa dezaloce memoria folosita de instanta respectiva. De asemenea, *trebuie sa se asigure ca nu se elibereaza memorie deja eliberata*.